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Rapport programmation orienté objet avancée projet

C# : Logiciel de gestion de flotte

Tout d’abord nous avons choisi de structurer notre code en suivant le modèle MVC(Modèle Vue Contrôleur).

Nous avons donc dans le package MVC une classe Vue qui permet à l’utilisateur de communiquer avec les classes métier, elle ne fait aucun traitement et contient seulement des fonctions d’affichage et de saisie. Cette Vue implémente l’interface IVue qui nous permet de définir plusieurs vue différentes (Console,Graphique …) qui ont toutes en commun la fonction Start() qui démarre l’interface. La classe Vue est associé à la classe GestionFlotte afin d’avoir accès aux données pour les afficher mais aussi à la classe Controller qui est dans le même package et qui permet de valider la saisie de l‘utilisateur.

Le schéma d’utilisation est donc simple la vue permet l’accès au donnée ainsi que la saisie de donnée le Controlleur va ensuite valider les saisie et mettre a jour le Modèle (class GestionFlotte) .

![](data:image/png;base64,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)

Concernant les packages Nous avons décidé de mettre en place un package :

* Modèle qui contient toutes les classes métiers
* MVC contenant les classe vue et Controller
* Interfaces
* Exceptions
* Utils contenant les class utilitaire utilisée dans le programme

# Class :

GestionFlotte : class Maitresse

Herite : aucune

Implémente : Sauvegardable

Attribue :

* List de vehicule,
* List de client
* List de trajet
* List de parking
* 3 contrôleur ( à ne pas confondre avec Controller)

Tous ces attributs sont en readonly donc initialisable uniquement dans le constructeur afin de bien encapsuler les List et contrôleur car le contenue des listes peut changer mais pas leur instance

Méthode :

AjoutVehicule() : permet d’ajouter un véhicule et de lui attribuer une place disponible dans l’un des parking

GetParkingsDisp() : retourne une list contenant les parking avec des places disponibles

GetPlaceDisp() : Retourne une place disponible dans l’un des parking du gestionnaire de flotte

Vehicule :

Classe abstraite non initialisable ;

Attributs : - un numéro de véhicule afin de l’identifier (on a créé un attribut statique lastNVehicule qui permet de définir des numéros de véhicules unique)

- une marque

- un modèle

- une couleur

- un kilomètrage total(km)

- un attribut IsDisponible afin de savoir le véhicule est disponible ou non

- un coût qui sera calculé via une méthode abstraite dépendant du type de véhicule

- place dans laquelle est stationné la voiture (null si la voiture est en cours de location)

- un numéro de trajet auquel est associé le véhicule s’il n’est pas disponible et =-1 sinon

- une liste contenant les interventions effectuées sur le véhicule par le contrôleur.

Nous avons volontairement omis l’attribue immatriculation car inutile dans notre modèle

Methode :

* Sauvegarder(StreamWriter fWriter, string before = "", string after = ""): ecrit dans le fichier via le fWriter l’objet en question en format json.
* Abstract CalculerCout() : calcule le cout du vehicule suivant une formule.
* AddIntervention(Intervention intervention) : ajout une intervention à la list
* DelLastIntervention() : permettant de supprimer la dernière intervention sur le véhicule car il est impossible de supprimer une intervention si ce n’est la dernière pour éviter toute fraude.

Pour les différents types de véhicules, nous avons 3 classes : Moto, Voiture et Camion.

Ces trois classes ont en commun les attributs de la classe Vehicule dont ils héritent.

Pour chaque véhicule on a décidé d’encapsuler les attributs le plus possible, c’est pourquoi par exemple la liste d’intervention est en private et n’a pas de propriétés.

*ClassMoto :*

Hérite : Vehicule

Implémente : Sauvegardable

Attribue :

* Cylindre (cm3) compris entre 50 et 1500

Methode :

* Sauvegarder(StreamWriter fWriter, string before = "", string after = "")
* CalculerCout() : Coût de la moto= cylindré x 0,20

*ClassCamion :*

Hérite : Vehicule

Implémente : Sauvegardable

Attribue :

* capacite (L) compris entre 2,75 et 22L

Methode :

* Sauvegarder(StreamWriter fWriter, string before = "", string after = "")
* CalculerCout() : Coût = capacité x 37,5 (37,5 euros le litre)

Remarque : la consommation d’une moto et d’un camion est plus grande que celle d’une voiture et leur usage mécanique est plus important.

*ClassVoiture :*

Hérite : Vehicule

Implémente : Sauvegardable

Attribue :

* NbPorte compris entre 3 et 5
* Puissance compris entre 70 et 650 chevaux
* Type de voiture (break berline ou monospace)

Methode :

* Sauvegarder(StreamWriter fWriter, string before = "", string after = "")
* CalculerCout() :
  + Break : cout=puissance
  + Berline : cout=puissance x1,5
  + Monospace : cout=puissance x1,25

Car le coefficient dépend du cout d’entretien des différents types de voiture

*ClassClient:*

Hérite : Aucune

Implémente : ISauvegardable

Attribue :

* Readonly NClient : numero du client readonly car ne change pas
* NbAnneePermis : nombre d’année des permis
* Nom
* Prenom
* Adresse
* PermisList : liste des permis
* TotalLoc : location total en euro
* Static LastNClient : numéro du dernier client

Méthode :

* Sauvegarder(StreamWriter fWriter, string before = "", string after = "")

*ClassTrajet:*

Hérite : Aucune

Implémente : ISauvegardable

Attribue :

* Readonly nTrajet : une fois le trajet cree son numéro ne doit plus changer
* Readonly client : une fois le trajet cree le client ne doit plus changer
* Readonly vehicule : une fois le trajet cree le vehicule associé ne doit plus changer
* Distance
* date
* Cout

Méthode :

* Sauvegarder(StreamWriter fWriter, string before = "", string after = "")
* Supprimer() : permet de reduire le kmtrage du vehicule associer au trajet ainsi que totalloc du client associé au trajet lorsque le trajet est supprimé
* CalculerCout() :
  + voiture : cout=cout du Vehicule + 0,25\*distance
  + reste : cout=cout du Vehicule + 0,5\*distance

*ClassParking:*

Hérite : Aucune

Implémente : Aucune

Attribue :

* readonly Place[] places : tableau de 10 place en readonly pour les meme raison que precedemment
* int NbPlaces = 10 : nombre de place dans le parking non constant car un parking peut être agrandit
* nom : nom du parking

Méthode :

* GetPlace(int numPlace) : retourne la place correspondant au numero
* GetPlaceDisp(): retourne une place libre null si aucune ne l’est
* GetPlacesDisp(): retourne une liste de places libre null si aucune ne l’est

*ClassVue:*

Hérite : Aucune

Implémente : IVue

Attribue :

* controller
* gestionFlotte

Méthode :

* Start() : la seul methode public de cette class elle permet de démarrer l’interface
* Les méthodes d’affichage de menu : affichage d’un menu et appel les méthodes relatives au choix de l’utilisateur géré avec un switch case
* Les méthodes de saisie (client, trajet …) : saisie des paramètres et les envoie au Controller pour vérification si des exception son lever on appel la méthode EndFunction pour réexécuter la méthode ou pour afficher le menu d’accueil
* Sauvegarder() : crée un StreamWriter avec comme parametre le path du fichier de sauvegarde et pour chacun véhicule, client, trajet des liste de gestionFlotte elle appel la fonction sauvegarder afin de sauvegarder l’état du gestionnaire en json
* Charger() : on récupère toute les donnée du fichier de sauvegarde en format string et on les convertit en JObject (JsonObject du packet .netJson) afind de faciliter leur traitement puis pour chaque list vehicule, trajet et client elle appelle la methode du controlleur qui leur est liée ChargerVehicules, ChargerClients, ChargerTrajets
* EndFunction(string msg, Action After = null, string before = null) : permet d’afficher un msg du genre "Veuillez appuyez sur une touche pour continuer ..." d’attendre la saisir d’une touche du clavier puis d’appeler la fonction After si non null et si before n’est pas null il sera afficher avec le msg